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General Introduction to the Project

The convergence between telecommunications and computing offers new opportunities and challenges for a large market of innovative network-wide services. However, most assumptions about traditional asynchronous distributed services over Local Area Networks are being challenged over the Internet by technological advances along two lines. On one hand, the growth and pervasiveness of the Internet is enabling novel asynchronous services to a much larger community of users; this calls for a sharper attention to issues related to fault tolerance, flexibility, and customizability. On the other hand, the recent advances in the area of wireless and ad hoc networks and the availability of powerful portable info appliances at a reasonable price is fostering the diffusion of mobile computing, which provides support to nomadic users; and this calls for software architectures including context-aware components.

Software design methods for the new architectures are different not only for scalability, connectivity, heterogeneity, and autonomy, but specifically for the ability of dealing with dynamic and unpredictable changes of their underlying network environment relatively to the sites where applications are executed (e.g. with respect to network connectivity, lack of resources, node failures, network reconfigurations and so on). The essential point is that these applications must be capable of reacting and adapting to dynamic changes of their network environment. 

Some success has been achieved in the development of applications over the Web. However, the current applications are often collections of ad hoc modules glued together with ad hoc mechanisms without adequate integration or exploitation of the reference software architecture of the Web. From a programming language viewpoint a major issue of network-aware programming models is that the focus of the programming effort is less and less algorithmic, and more and more structural, or even architectural. In fact, a major problem is defining a basic computational and structural model to enable users, programmers, and designers to reason at the right level of abstraction by considering all and only the relevant aspects of the domain and the underlying infrastructure. Another main problem concerns the interoperability between different, independently developed applications and components, guaranteeing a high quality of service.

Our goal is to identify proper tradeoffs to relieve the programmer as much as possible from the burden of dealing explicitly with low-level events taking place in the distributed system. Our research will be cast in three areas:

- Models of Computation,

- Programming Languages,

- Distributed System Technology.

These three areas are indeed a comprehensive framework for network-aware programming that provides both methods and patterns to develop applications and certify their properties.

Models of Computation

A few foundational models that formally characterize some issues of network-aware programming have been recently developed; however, there is no consensus on a unified formal model of network-aware programming. A clear example is offered by languages for mobile agents: there is no basic model for logical mobility. This makes it difficult to understand all the novel issues involved in the development of network-aware applications including mobile components.

Coordination is a key concept for understanding the model of computation of network-aware applications. Coordinators are the basic mechanism to adapt components to changes of their environment. For instance, coordinators are in charge of supporting and monitoring the execution of dynamically loaded modules. The formal description of coordination languages offers a natural framework for stating, checking and proving behavioral properties of open ended systems.

The project will exploit the idea that coordination primitives provide programmable supports to adapt applications to the network environment. For instance, languages like Ambient, Jada, KLAIM, and Lime support programming of coordination policies. The primitives of the Ambient calculus provide the abstractions to coordinate the interactions among mobile agents and different authorities (or administration domains). Similarly, in KLAIM, Jada and Lime the control of access rights of mobile code is the result of a programmable coordination policy. In these approaches, the behavior (and the properties) of network-aware applications depend on the underlying coordination policy. An important issue addressed in this proposal is therefore to understand the relationships between authorities and coordinators and how their interaction may be programmed.

In this project, we plan to develop mechanisms to specify coordination policies and the related verification infrastructure to certify interesting properties of coordinators. We will propose a layered model, each level corresponding to different degree of homogeneity and interoperability among network components and to tighter or coarser coordination policies. Different properties will be made expressible at different levels, and we will experiment on verification methods and verification infrastructures for them.

The basic building block of the proposed model is given by the notion of naming and the corresponding algebra. The main idea is to identify all the principals (e.g. authorities, software components) involved within a coordination activity by naming schemes. A programmable coordination policy is modeled as a structured operation acting over names. For instance, the coordination policy which redirects bindings to resources of mobile agents roaming the net is naturally described by a structured action over names (bindings) of resources. Similarly, the coordination policy which detects the accessible resources (namely the current execution environment) of incoming mobile agents fits in this framework. We expect that both the programming language guidelines and the design principles guidelines will gain from this semantical understanding.

Interestingly, models of computation are likely to uncover similarities and differences among the physical and logical forms of mobility. These two forms, at a sufficiently high level of abstraction, can both be modeled as components that move across some space. However, at some point, the forms of mobile agents and mobile hosts are bound to diverge. Our research will investigate models of computation that on one hand are able to capture the key aspects related with mobility at large, by providing a unified framework encompassing both forms of mobility, and on the other hand provide support for the characteristics that are specific of each kind of mobility.

Programming Languages

The emerging network-aware programming languages provide mechanisms to support mobility of code and computations, and, at the same time, effective infrastructures to support coordination and control of dynamically loaded software modules.

Many programming languages and systems provide supports for mobility. These supports range from simple mechanisms with primitives for downloading code for execution, to more sophisticated mechanisms which allow the migration of entire computations (code and state) or agents (code, state and authority). In these languages, the issue of dealing with physical mobility is mostly pushed on the underlying network layers and protocols, although the scenarios enabled by wireless computing and ad hoc networking demand for novel abstractions to deal with dynamically and rapidly changing contexts, particularly as far as connectivity is concerned.

A major difference between network-aware and traditional programming languages is the importance given to security issues. For instance, programmable security policies are an essential component of the formers. In this respect, an issue of this project will be to identify ''secure'' programming abstractions which are most suitable for network-aware programming. 

We intend to use our expertise for studying the requirements of a new language for the specification and programming of advanced distributed applications. Distributed, network aware systems are built by looking at problems from many different perspectives, including concurrency, memory management, network distribution, load balancing, error checking, profiling, security, which all represent aspects of the systems separated from their functionality. For this reason, we will pay particular attention to programming language techniques developed within the area of aspect-oriented programming.

We also plan to design and implement the corresponding secure abstract machine. In other words, the characterizing feature of our approach is that of programmable security where the security issues are taken into account in the early design stages and not considered later on top of existing unsecured abstract machines and infrastructures. 

The semantics foundations play a central role in our developments. In particular, to prove correctness of the security infrastructures. Indeed, ''secure'' programming languages should come equipped with both formal calculi and compositional logics to reason about and to certify security properties. Compilers and development environments will, therefore, be equipped with semantic-based verification infrastructures that programmers may use to prove properties of network-aware applications.

Distributed System Technology

While a number of useful network-aware applications can be developed by sophisticated programmers using standard programming paradigms (e.g. client/server), Internet and World Wide Web have revolutionized the way applications are designed and implemented. Indeed, new programming paradigms (thin client and application servers, collaborative ``peer-to-peer'', code-on-demand, mobile agents) have emerged as more appropriate to develop network-aware applications. However, the current applications are often collections of ad-hoc modules glued together with mechanisms without adequate conceptual foundations.

We will investigate the requirements, designs, implementation, and on-field validation of a new generation of middleware that provides programmers with abstractions for Internet-wide and mobile computing, with particular emphasis on context awareness and communication. To pursue this goal on, we will build on our knowledge in the areas of event-based, tuple-based middleware, and mobile code technologies. The main issue addressed will therefore be the identification and development of software design principles and design patterns for network aware programming. The design patterns will identify the components (both stationary and mobile), the authorities involved, together with their coordination constraints, i.e. security constraints and network environment constraints. Semantic foundations shall play a central role, not just for proving and certifying correctness of the design principles, but also to provide guidelines for sound development of the design patterns themselves.

The starting point will be the middleware technologies that have been proposed in the last decade to support the development of distributed applications. Middlewares like RPC, MOMs, and more recently DCOM, CORBA, RMI, Jini and Microsoft SOAP, are being successfully used to develop distributed applications. However, several experiences have made evident the difficulties one encounters when using these platforms in scenarios involving WANs and mobile entities, be them physical (eg. handheld computers) or logical ones (eg. software agents). This because the above technologies essentially rely upon the LAN assumption, made of immobile workstations and reliable connections. On the contrary, the new domains calls for mechanisms and primitives that allow to cope with scaling, faults, and context-aware computing. The question of which one is the right set of abstractions to program a wide area, highly reconfigurable network, and how to reconcile the conflicting requirements posed by contemporary and future networks will be one of the main issues of our research.

In fact, since networking in the 90s become ubiquitous, programmers have to deal with network protocols to engineer and deploy their applications. From a programming language viewpoint most network protocols are low level: there is no explicit programming model. This makes life difficult for programmers, who prefer to abstract away from network protocols. Thus, novel programming models and tools to deal with issues like interoperability and QoS are very welcome.

Another major novelty is the fast advent of XML technologies, which we forecast will storm and enhance several aspects of computer science, from data structures to programming languages, from database design to programming environments. Even if we restrict ourselves to programming languages, we see that the actual languages have specific mechanisms to declare and manipulate data structures, which are totally unaware of Web-centric data description languages like XML. We believe that it is increasingly important to study the impact of this new technology on programming languages and design environments. In fact, programming languages like Java are evolving towards encapsulating XML-like structures, and design languages like UML are being redefined using XML-based meta-models. We expect that we can do even better, by studying and developing new UML-oriented languages relaying on XML.

The research group

This proposal is being presented by researchers in four different departments in Italy. All people involved are well known in the national and international communities of language design and software engineering. 

Contribution from the University of Bologna

Scenario and past experiences

The advent of the Internet has promoted the Web to be a potentially new, programmable computing model. This model melds two key features: mobility and interaction through semi-structured data. Mobility is due to the fact that there is a continuously changing network of active components. Namely, new components may dynamically come into the scene, old ones may exit and the scope of each component is circumscribed to a finite environment. Interaction indicates that there is a basic common mechanism supporting cooperations among components. In order to fully exploit the new potentialities, Internet programming languages should include concepts such as migration, agenthood, security, coordination. In Internet languages, components should be the basic units, and programs should be built out of them. This commitment towards compositionality can be also used as support for abstraction, ease of program verification, low cost of use.

The introduction by Sun of the Jini technology shows the road for yet another quantum leap in the field of Internet programmable platforms. Jini is an example of "connection bus for info appliances". More precisely, Jini consists of the integration of several technologies which form a software platform to support novel distributed applications. A key technology in Jini is called JavaSpaces. JavaSpaces relies on a well-known concept in the programming languages community: a "coordination model", called "flat multiple tuple spaces", integrated with events, transactions, and a security system.

A widely supported Internet standard is XML, a means for structuring data which has been defined by the WWW-Consortium. XML offers ways to organize, program and edit the information. More relevant, XML is becoming the main way to share information between Internet components.

Our research group has a strong background in the areas of agent coordination, mobile objects, and XML-based software architectures. In the recent past we have developed one of the first reference architectures for Web-based agents, and one of the first architectures for developing XML-based active documents. We also have a strong background on the study and comparison of coordination models.

Proposed research

Nowadays XML documents are passive entities that encode information. In our view this is a very poor use of such a powerful standard. The goal of the Department of Computer Science in Bologna is to make XML into action by design a virtual machine directly interpreting XML documents. This machine should support an Internet programming language as powerful as the current and emerging ones (such us Jini), in a perspective suitable with respect to Microsoft technologies.

To design our XML-based Internet Language we intend to analyze both the theoretical models, such as Ambient Calculus, Coordination Languages, Join Calculus, and the new services offered by the Internet computing models. Indeed the touchstones for our design choices will be of two types. On one end, the simplicity of the model, the presence of an intelligible static semantics, the support for verification tools. On the other end, the abstraction degree and the expressivity of the language primitives. Such primitives must be network-aware and, at the same time, must hide details such as the physical machine where the component runs, its operating system, etc. Following previous research experiences of our group on the coordination languages Linda and Manifold, we plan a deep understanding of the expressive power of every feature of XML-based language.
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Contribution from the University of Firenze

Scenario and past experiences

A major effort in in the last two years of the group in Firenze has been the design and the implementation of a language for the development and the proof of properties of concurrent mobile systems. This language as been named KLAIM, namely a Kernel Language for Agents Interaction and Mobility. The extension of KLAIM, the tuning of its semantics and of its security primitives, together with the actual implementation and development of case studies (examples from the fields of electronic commerce and load balancing of distributed CPU's will be used to assess our modelling and ourlinguistic choices) will be the main objective of the Firenze group.

Proposed research

As it is, KLAIM permits describing essentially "flat" computer networks a la Ethernet; the language will be generalized to permit descriptions of nets hierarchies (that more faithfully represent architectures a` la Internet). We plan, moreover to enrich the language for supporting Quality of Service (QoS) management in the WWW environment thus allowing to specify, at the linguistic level, management policies for the various aspects of the QoS, including security, response time, communication bandwidth, reliability.

As for the security properties, the actual type mechanism used in Klaim to guarantee that the access rights fixed by the coordinator are not violated is a solution that may turn out to be too restrictive because it imposes one to fix statically and independently for all processes the access rights of processes to systems resources. We plan to relax these constraints and guarantee greater dinamicity, possibly permitting communication of capabilities together with data. We shall also consider the possibility of structuring localities at different security levels, the correspondent structure of the type system should then enable use to control non-interference properties between security levels.

Starting from the type system used in KLAIM for specifying and enforcing relative access rights of processes over a distributed store we shall aim at defining type system for controlling access and interaction within pi-calculus/ambient-calculus, which do not possess yet satisfactory verification and analysis techniques as well as typing systems. This calculi will be generalized by endowing processes with capabilities (namely, operations to be performed by them at specific locations) that need to be controlled in order to ensure data integrity by granting access to resources and data only to agents that have the right to do so. We shall also develop software tools that allow automatic type inference and type checking.

We shall also study observational semantics based on equivalences or preorders. More abstract semantics are necessary to support modular programming and program verification. We shall define behavioural equivalences, temporal logics and equational systems that are a necessary support for the statement and the verification of systems properties.
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Contribution from the University of Pisa

Scenario and past experiences

Different foundational models that formally characterize some issues of Web programming have been recently developed; however no unified model that formalizes the model of computation of Web programming exists. This makes it difficult to understand all the novel issues involved in the development of Web applications as described in the previous section.

Web applications distinguish themselves from traditional distributed applications also for their relationship with the data they access and manage. Traditional applications are designed together with the data they manipulate, and evolve together; hence, they can rely on strong assumptions about the structure of data. New network applications have to be able to operate on data which has been created by different applications, and whose structure evolves in a way which may be difficult to predict. These applications need the ability to query both the data and its structure, and to tolerate some deviations between the expected and the actual structure of data. More generally, they have to be able to discover both the availability and the structure of the data which is accessible from their current environment. Some languages (eg. XMLQL) have been designed to query and analyze semi-structured data, defined as self-describing data whose structure is not fully known by the applications that operate on them. These languages are characterized by the ability of computing over the structural information extracted from the data, and by the ability of navigating through the data with just a limited knowledge of its structure. However, many of them lack of a precise semantics definition, and none is associated with a type system, that would allow to write safer and more efficient applications.

We emphasize the fact that coordination is a key concept to design, implement and certify Web applications. The idea is that coordination primitives provide programmable supports to adapt Web applications to the network environment. The KLAIM language (developed in cooperation with the group in Firenze) and the Ambient calculus both support programming of coordination policies. For instance, in KLAIM checking access rights of mobile code is the result of a programmable coordination policy. An important issue is to understand the relationship between authorities and coordinators and how their interaction may be programmed (layers of coordinators, how to control authorities).

Our research group has a strong background in the areas of concurrency, mobility, and coordination. Concerning models of computations, a general and flexible model of computation, called tile logic was developed and applied to a variety of application fields. Tiles are inference rules (reminiscent of SOS rules) defining the behavior of open configurations, i.e. system components, which may interact and synchronize through their interfaces. Tiles have been studied as a foundation for open, distributed and interactive systems. Especially interesting are applications to software architectures, where the flexibility and compositionality aspects of the tile model can be valuable.

Proposed research

In this project we propose to develop a framework which will provide the semantic foundations and the abstractions to describe and define programmable coordination policies. We plan to develop mechanisms to formal specify programmable coordination policies and semantic-based verification tools to certify properties of coordinators. We expect that the design of both languages for Web programming and Web software architecture patterns will gain from this semantic understanding. We will propose several levels for our framework, which will correspond to different levels of homogeneity and interoperability among network components and to tighter or coarser coordination policies. Existing calculi and languages for Web programming will be mapped into our framework in order to compare, merge and generalize them. Different properties relevant for Web programming will be made expressible at different levels, and we will experiment on verification methods and tools for them.

Another major issue concerns the problem of data access. This can be faced by assuming that information shared by different applications is represented in an application independent and self-describing format, such as XML. In this context, the language needs abstractions to query this kind of data, with the possibility to represent and exploit all its knowledge about the data structure, and of acquiring more knowledge by inspecting the data itself. These abstractions have to be amenable to optimization and efficient implementation in presence of large amounts of data. We plan to reach these goals by exploiting three strategies. We will design a language which uses Cardelli's ambient logic to analyze data and its structure. Ambients can be used to represented semi-structured information, or XML data; the logic, enriched with ambient variables, can be used to describe the data one wants to match and to extract the relevant information. The flexibility of the ambient logic allows one to describe either a vague or a precise knowledge of the structure of data. We will define a type system to describe assumptions about the structure of data, and will use this type information both to increase the efficiency of data access and the reliability of applications. We will define an algebra to compile the language into a form which is amenable to cost-based optimization.
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Contribution from the Politecnico di Milano

Scenario and past experience

People at Politecnico di Milano (PoliMi) have a strong background in the areas of mobile code technology, middleware, and programming languages.

Mobile code technologies: the research carried on this subject started with a classification of mobile code concepts with respect to technology, architectures, and applications. Then, it delved in research issues spanning from theoretical models for code mobility to the implementation of mobile code systems.

Middleware. Our most recent results in the area of distributed architectures and middleware technology have been the development of an event-based middleware called JEDI and of a tuple-based middleware called Lime. The first one provides support for scalable event delivery to parties which are possibly mobile agents, while the second is especially conceived for ad hoc networking. Both involve the use of, and provide support to, mobile code.

Programming languages. At PoliMi, research activity in the area of programming languages has a long tradition. Today, PoliMi people are investigating a new research area called aspect-oriented programming languages. Current efforts are targeted to assessing the expressivity and usability of aspect-oriented constructs in network-aware and concurrent applications.

JEDI is a Java Event-based Distributed Infrastructure that can be used to build distributed applications whose components communicate through the event-based paradigm (also known as the publish/subscribe paradigm). The components of an event-based application cooperate by sending and receiving events, a particular form of messages. The sender delivers (i.e., publish) an event to an event dispatcher. The event dispatcher is in charge of distributing the event to all the components that have declared their interest in receiving it (i.e., to the components that subscribed to the event). Thus, the event dispatcher supports a high degree of decoupling between the sources and the recipients of an event.

µCode is a lightweight and flexible mobile code toolkit, fully implemented in Java. The main goal of µCode is provide a minimal set of primitives that cover a broad set of relocation strategies for code and state. Mobile agents are provided as an example of the power of the primitives provided by µCode. Building a mobile agent on top of µCode takes about a dozen lines, and is just a matter of storing the agent object and desired classes into a group. µCode provides also methods for determining (and trimming) the full class closure of a given object, i.e., the whole set of classes and interfaces (e.g., belonging to the inheritance hierarchy or used by the object‚s methods) that are needed by an object. µCode has been used successfully in many projects and teaching experiences, some of which successfully exploited it in combination with JEDIwithout any need for modifications in either system.

Lime is a middleware conceived to enable coordination and communication among mobile components, that can be indifferently logical (e.g., mobile agents) or physical (e.g., mobile hosts with wireless connectivity). Lime borrows and adapts the coordination model made popular by Linda. In Linda, processes communicate through a shared tuple space that acts as a repository of elementary data structures---the tuples. The model underlying Lime introduces a shift from the fixed context of conventional distributed computing, as assumed by Linda, to the dynamically changing context fostered by mobility. This accomplished by breaking up the Linda tuple space in many tuple spaces, each permanently associated to a mobile unit, and by introducing rules for transient sharing of the individual tuple spaces based on connectivity.

Proposed research

The main focus of the activities Politecnico di Milano will be the realization of a middleware for mobility. The emphasis will be on programming abstractions that allow a suitable representation of and access to the dynamically changing context determined by mobility. Under this perspective, we will explore adaptations of models based on event dispatching and on Linda. The research strategy we will pursue will encompass a tight coupling between the modeling the formal semantics of our primitives, implementing them, and validating their effectiveness on the field.

Ideally, our middleware will integrate both forms of mobility, i.e., logical and physical. However, we expect that most of the technical challenges will come from physical mobility, in particular from coping with unannounced disconnection, and from implementing our solutions on resource constrained devices.

Besides the slant towards system research, we expect this study to provide also significant conceptual insights. As we model formally our middleware we will likely uncover similarities and differences between the two forms of mobility. Furthermore, another perspective we plan to explore is the applicability of the abstractions conceived in the mobile environment back to the fixed one.
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